**Client-side form validation**

* [Previous](https://developer.mozilla.org/en-US/docs/Learn/Forms/UI_pseudo-classes)
* [Overview: Forms](https://developer.mozilla.org/en-US/docs/Learn/Forms)
* [Next](https://developer.mozilla.org/en-US/docs/Learn/Forms/Sending_and_retrieving_form_data)

Before submitting data to the server, it is important to ensure all required form controls are filled out, in the correct format. This is called **client-side form validation**, and helps ensure data submitted matches the requirements set forth in the various form controls. This article leads you through basic concepts and examples of client-side form validation.

|  |  |
| --- | --- |
| **Prerequisites:** | Computer literacy, a reasonable understanding of [HTML](https://developer.mozilla.org/en-US/docs/Learn/HTML), [CSS](https://developer.mozilla.org/en-US/docs/Learn/CSS), and [JavaScript](https://developer.mozilla.org/en-US/docs/Learn/JavaScript). |
| **Objective:** | To understand what client-side form validation is, why it's important, and how to apply various techniques to implement it. |

Client-side validation is an initial check and an important feature of good user experience; by catching invalid data on the client-side, the user can fix it straight away. If it gets to the server and is then rejected, a noticeable delay is caused by a round trip to the server and then back to the client-side to tell the user to fix their data.

However, client-side validation *should not be considered* an exhaustive security measure! Your apps should always perform security checks on any form-submitted data on the *server-side* **as well** as the client-side, because client-side validation is too easy to bypass, so malicious users can still easily send bad data through to your server. Read [Website security](https://developer.mozilla.org/en-US/docs/Learn/Server-side/First_steps/Website_security) for an idea of what *could* happen; implementing server-side validation is somewhat beyond the scope of this module, but you should bear it in mind.

[**What is form validation?**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#what_is_form_validation)

Go to any popular site with a registration form, and you will notice that they provide feedback when you don't enter your data in the format they are expecting. You'll get messages such as:

* "This field is required" (You can't leave this field blank).
* "Please enter your phone number in the format xxx-xxxx" (A specific data format is required for it to be considered valid).
* "Please enter a valid email address" (the data you entered is not in the right format).
* "Your password needs to be between 8 and 30 characters long and contain one uppercase letter, one symbol, and a number." (A very specific data format is required for your data).

This is called **form validation**. When you enter data, the browser and/or the web server will check to see that the data is in the correct format and within the constraints set by the application. Validation done in the browser is called **client-side** validation, while validation done on the server is called **server-side** validation. In this chapter we are focusing on client-side validation.

If the information is correctly formatted, the application allows the data to be submitted to the server and (usually) saved in a database; if the information isn't correctly formatted, it gives the user an error message explaining what needs to be corrected, and lets them try again.

We want to make filling out web forms as easy as possible. So why do we insist on validating our forms? There are three main reasons:

* **We want to get the right data, in the right format.** Our applications won't work properly if our users' data is stored in the wrong format, is incorrect, or is omitted altogether.
* **We want to protect our users' data**. Forcing our users to enter secure passwords makes it easier to protect their account information.
* **We want to protect ourselves**. There are many ways that malicious users can misuse unprotected forms to damage the application. See [Website security](https://developer.mozilla.org/en-US/docs/Learn/Server-side/First_steps/Website_security).

**Warning:** Never trust data passed to your server from the client. Even if your form is validating correctly and preventing malformed input on the client-side, a malicious user can still alter the network request.

[**Different types of client-side validation**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#different_types_of_client-side_validation)

There are two different types of client-side validation that you'll encounter on the web:

* **Built-in form validation** uses HTML form validation features, which we've discussed in many places throughout this module. This validation generally doesn't require much JavaScript. Built-in form validation has better performance than JavaScript, but it is not as customizable as JavaScript validation.
* **JavaScript** validation is coded using JavaScript. This validation is completely customizable, but you need to create it all (or use a library).

[**Using built-in form validation**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#using_built-in_form_validation)

One of the most significant features of [modern form controls](https://developer.mozilla.org/en-US/docs/Learn/Forms/HTML5_input_types) is the ability to validate most user data without relying on JavaScript. This is done by using validation attributes on form elements. We've seen many of these earlier in the course, but to recap:

* [required](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/required): Specifies whether a form field needs to be filled in before the form can be submitted.
* [minlength](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/minlength) and [maxlength](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/maxlength): Specifies the minimum and maximum length of textual data (strings).
* [min](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/min) and [max](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/max): Specifies the minimum and maximum values of numerical input types.
* [type](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input#input_types): Specifies whether the data needs to be a number, an email address, or some other specific preset type.
* [pattern](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/pattern): Specifies a [regular expression](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Regular_expressions) that defines a pattern the entered data needs to follow.

If the data entered in a form field follows all of the rules specified by the above attributes, it is considered valid. If not, it is considered invalid.

When an element is valid, the following things are true:

* The element matches the [:valid](https://developer.mozilla.org/en-US/docs/Web/CSS/:valid) CSS pseudo-class, which lets you apply a specific style to valid elements.
* If the user tries to send the data, the browser will submit the form, provided there is nothing else stopping it from doing so (e.g., JavaScript).

When an element is invalid, the following things are true:

* The element matches the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) CSS pseudo-class, and sometimes other UI pseudo-classes (e.g., [:out-of-range](https://developer.mozilla.org/en-US/docs/Web/CSS/:out-of-range)) depending on the error, which lets you apply a specific style to invalid elements.
* If the user tries to send the data, the browser will block the form and display an error message.

**Note:** There are several errors that will prevent the form from being submitted, including a [badInput](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/badInput), [patternMismatch](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/patternMismatch), [rangeOverflow](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/rangeOverflow) or [rangeUnderflow](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/rangeUnderflow), [stepMismatch](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/stepMismatch), [tooLong](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/tooLong) or [tooShort](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/tooShort), [typeMismatch](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/typeMismatch), [valueMissing](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/valueMissing), or a customError.

[**Built-in form validation examples**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#built-in_form_validation_examples)

In this section, we'll test out some of the attributes that we discussed above.

[**Simple start file**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#simple_start_file)

Let's start with a simple example: an input that allows you to choose whether you prefer a banana or a cherry. This example involves a simple text [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) with an associated [<label>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/label) and a submit [<button>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/button). Find the source code on GitHub at [fruit-start.html](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/fruit-start.html) and a live example below.
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<form>

<label for="choose">Would you prefer a banana or cherry?</label>

<input id="choose" name="i-like" />

<button>Submit</button>

</form>
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input:invalid {

border: 2px dashed red;

}

input:valid {

border: 2px solid black;

}

Play

To begin, make a copy of fruit-start.html in a new directory on your hard drive.

[**The required attribute**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#the_required_attribute)

The simplest HTML validation feature is the [required](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/required) attribute. To make an input mandatory, add this attribute to the element. When this attribute is set, the element matches the [:required](https://developer.mozilla.org/en-US/docs/Web/CSS/:required) UI pseudo-class and the form won't submit, displaying an error message on submission when the input is empty. While empty, the input will also be considered invalid, matching the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) UI pseudo-class.

Add a required attribute to your input, as shown below.
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<form>

<label for="choose">Would you prefer a banana or cherry? (required)</label>

<input id="choose" name="i-like" required />

<button>Submit</button>

</form>

Note the CSS that is included in the example file:
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input:invalid {

border: 2px dashed red;

}

input:invalid:required {

background-image: linear-gradient(to right, pink, lightgreen);

}

input:valid {

border: 2px solid black;

}

This CSS causes the input to have a red dashed border when it is invalid and a more subtle solid black border when valid. We also added a background gradient when the input is required *and* invalid. Try out the new behavior in the example below:

Play

**Note:** You can find this example live on GitHub as [fruit-validation.html](https://mdn.github.io/learning-area/html/forms/form-validation/fruit-required.html). See also the [source code](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/fruit-required.html).

Try submitting the form without a value. Note how the invalid input gets focus, a default error message ("Please fill out this field") appears, and the form is prevented from being sent.

The presence of the required attribute on any element that supports this attribute means the element matches the [:required](https://developer.mozilla.org/en-US/docs/Web/CSS/:required) pseudo-class whether it has a value or not. If the [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) has no value, the input will match the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) pseudo-class.

**Note:** For good user experience, indicate to the user when form fields are required. It isn't only good user experience, it is required by WCAG [accessibility](https://developer.mozilla.org/en-US/docs/Learn/Accessibility) guidelines. Also, only require users to input data you actually need: For example, why do you really need to know someone's gender or title?

[**Validating against a regular expression**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#validating_against_a_regular_expression)

Another useful validation feature is the [pattern](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/pattern) attribute, which expects a [Regular Expression](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Regular_expressions) as its value. A regular expression (regexp) is a pattern that can be used to match character combinations in text strings, so regexps are ideal for form validation and serve a variety of other uses in JavaScript.

Regexps are quite complex, and we don't intend to teach you them exhaustively in this article. Below are some examples to give you a basic idea of how they work.

* a — Matches one character that is a (not b, not aa, and so on).
* abc — Matches a, followed by b, followed by c.
* ab?c — Matches a, optionally followed by a single b, followed by c. (ac or abc)
* ab\*c — Matches a, optionally followed by any number of bs, followed by c. (ac, abc, abbbbbc, and so on).
* a|b — Matches one character that is a or b.
* abc|xyz — Matches exactly abc or exactly xyz (but not abcxyz or a or y, and so on).

There are many more possibilities that we don't cover here. For a complete list and many examples, consult our [Regular expression](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Regular_expressions) documentation.

Let's implement an example. Update your HTML to add a [pattern](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/pattern) attribute like this:
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<form>

<label for="choose">Would you prefer a banana or a cherry?</label>

<input id="choose" name="i-like" required pattern="[Bb]anana|[Cc]herry" />

<button>Submit</button>

</form>

This gives us the following update — try it out:

Play

**Note:** You can find this example live on GitHub as [fruit-pattern.html](https://mdn.github.io/learning-area/html/forms/form-validation/fruit-pattern.html) (see also the [source code](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/fruit-pattern.html).)

In this example, the [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) element accepts one of four possible values: the strings "banana", "Banana", "cherry", or "Cherry". Regular expressions are case-sensitive, but we've made it support capitalized as well as lower-case versions using an extra "Aa" pattern nested inside square brackets.

At this point, try changing the value inside the [pattern](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/pattern) attribute to equal some of the examples you saw earlier, and look at how that affects the values you can enter to make the input value valid. Try writing some of your own, and see how it goes. Make them fruit-related where possible so that your examples make sense!

If a non-empty value of the [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) doesn't match the regular expression's pattern, the input will match the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) pseudo-class.

**Note:** Some [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) element types don't need a [pattern](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/pattern) attribute to be validated against a regular expression. Specifying the email type, for example, validates the inputs value against a well-formed email address pattern or a pattern matching a comma-separated list of email addresses if it has the [multiple](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/multiple) attribute.

**Note:** The [<textarea>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/textarea) element doesn't support the [pattern](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/pattern) attribute.

[**Constraining the length of your entries**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#constraining_the_length_of_your_entries)

You can constrain the character length of all text fields created by [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) or [<textarea>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/textarea) by using the [minlength](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/minlength) and [maxlength](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/maxlength) attributes. A field is invalid if it has a value and that value has fewer characters than the [minlength](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/minlength) value or more than the [maxlength](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/maxlength) value.

Browsers often don't let the user type a longer value than expected into text fields. A better user experience than just using maxlength is to also provide character count feedback in an accessible manner and let them edit their content down to size. An example of this is the character limit when posting on social media. JavaScript, including [solutions using maxlength](https://github.com/mimo84/bootstrap-maxlength), can be used to provide this.

[**Constraining the values of your entries**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#constraining_the_values_of_your_entries)

For number fields (i.e. [<input type="number">](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input/number)), the [min](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/min) and [max](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/max) attributes can be used to provide a range of valid values. If the field contains a value outside this range, it will be invalid.

Let's look at another example. Create a new copy of the [fruit-start.html](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/fruit-start.html) file.

Now delete the contents of the <body> element, and replace it with the following:
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<form>

<div>

<label for="choose">Would you prefer a banana or a cherry?</label>

<input

type="text"

id="choose"

name="i-like"

required

minlength="6"

maxlength="6" />

</div>

<div>

<label for="number">How many would you like?</label>

<input type="number" id="number" name="amount" value="1" min="1" max="10" />

</div>

<div>

<button>Submit</button>

</div>

</form>

* Here you'll see that we've given the text field a minlength and maxlength of six, which is the same length as banana and cherry.
* We've also given the number field a min of one and a max of ten. Entered numbers outside this range will show as invalid; users won't be able to use the increment/decrement arrows to move the value outside of this range. If the user manually enters a number outside of this range, the data is invalid. The number is not required, so removing the value will still result in a valid value.

Here is the example running live:

Play

**Note:** You can find this example live on GitHub as [fruit-length.html](https://mdn.github.io/learning-area/html/forms/form-validation/fruit-length.html). See also the [source code](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/fruit-length.html).

**Note:** <input type="number"> (and other types, such as range and date) can also take a [step](https://developer.mozilla.org/en-US/docs/Web/HTML/Attributes/step) attribute, which specifies what increment the value will go up or down by when the input controls are used (such as the up and down number buttons). In the above example we've not included a step attribute, so the value defaults to 1. This means that floats, like 3.2, will also show as invalid.

[**Full example**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#full_example)

Here is a full example to show usage of HTML's built-in validation features. First, some HTML:
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<form>

<fieldset>

<legend>

Do you have a driver's license?<span aria-label="required">\*</span>

</legend>

<!-- While only one radio button in a same-named group can be selected at a time,

and therefore only one radio button in a same-named group having the "required"

attribute suffices in making a selection a requirement -->

<input type="radio" required name="driver" id="r1" value="yes" /><label

for="r1"

>Yes</label

>

<input type="radio" required name="driver" id="r2" value="no" /><label

for="r2"

>No</label

>

</fieldset>

<p>

<label for="n1">How old are you?</label>

<!-- The pattern attribute can act as a fallback for browsers which

don't implement the number input type but support the pattern attribute.

Please note that browsers that support the pattern attribute will make it

fail silently when used with a number field.

Its usage here acts only as a fallback -->

<input

type="number"

min="12"

max="120"

step="1"

id="n1"

name="age"

pattern="\d+" />

</p>

<p>

<label for="t1"

>What's your favorite fruit?<span aria-label="required">\*</span></label

>

<input

type="text"

id="t1"

name="fruit"

list="l1"

required

pattern="[Bb]anana|[Cc]herry|[Aa]pple|[Ss]trawberry|[Ll]emon|[Oo]range" />

<datalist id="l1">

<option>Banana</option>

<option>Cherry</option>

<option>Apple</option>

<option>Strawberry</option>

<option>Lemon</option>

<option>Orange</option>

</datalist>

</p>

<p>

<label for="t2">What's your email address?</label>

<input type="email" id="t2" name="email" />

</p>

<p>

<label for="t3">Leave a short message</label>

<textarea id="t3" name="msg" maxlength="140" rows="5"></textarea>

</p>

<p>

<button>Submit</button>

</p>

</form>

And now some CSS to style the HTML:
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form {

font: 1em sans-serif;

max-width: 320px;

}

p > label {

display: block;

}

input[type="text"],

input[type="email"],

input[type="number"],

textarea,

fieldset {

width: 100%;

border: 1px solid #333;

box-sizing: border-box;

}

input:invalid {

box-shadow: 0 0 5px 1px red;

}

input:focus:invalid {

box-shadow: none;

}

This renders as follows:

Play

See [Validation-related attributes](https://developer.mozilla.org/en-US/docs/Web/HTML/Constraint_validation#validation-related_attributes) for a complete list of attributes that can be used to constrain input values and the input types that support them.

**Note:** You can find this example live on GitHub as [full-example.html](https://mdn.github.io/learning-area/html/forms/form-validation/full-example.html) (see also the [source code](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/full-example.html).)

[**Validating forms using JavaScript**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#validating_forms_using_javascript)

You must use JavaScript if you want to take control over the look and feel of native error messages. In this section we will look at the different ways to do this.

[**The Constraint Validation API**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#the_constraint_validation_api)

The Constraint Validation API consists of a set of methods and properties available on the following form element DOM interfaces:

* [HTMLButtonElement](https://developer.mozilla.org/en-US/docs/Web/API/HTMLButtonElement) (represents a [<button>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/button) element)
* [HTMLFieldSetElement](https://developer.mozilla.org/en-US/docs/Web/API/HTMLFieldSetElement) (represents a [<fieldset>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/fieldset) element)
* [HTMLInputElement](https://developer.mozilla.org/en-US/docs/Web/API/HTMLInputElement) (represents an [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) element)
* [HTMLOutputElement](https://developer.mozilla.org/en-US/docs/Web/API/HTMLOutputElement) (represents an [<output>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/output) element)
* [HTMLSelectElement](https://developer.mozilla.org/en-US/docs/Web/API/HTMLSelectElement) (represents a [<select>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/select) element)
* [HTMLTextAreaElement](https://developer.mozilla.org/en-US/docs/Web/API/HTMLTextAreaElement) (represents a [<textarea>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/textarea) element)

The Constraint Validation API makes the following properties available on the above elements.

* validationMessage: Returns a localized message describing the validation constraints that the control doesn't satisfy (if any). If the control is not a candidate for constraint validation (willValidate is false) or the element's value satisfies its constraints (is valid), this will return an empty string.
* validity: Returns a ValidityState object that contains several properties describing the validity state of the element. You can find full details of all the available properties in the [ValidityState](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState) reference page; below is listed a few of the more common ones:
  + [patternMismatch](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/patternMismatch): Returns true if the value does not match the specified [pattern](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input#pattern), and false if it does match. If true, the element matches the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) CSS pseudo-class.
  + [tooLong](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/tooLong): Returns true if the value is longer than the maximum length specified by the [maxlength](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input#maxlength) attribute, or false if it is shorter than or equal to the maximum. If true, the element matches the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) CSS pseudo-class.
  + [tooShort](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/tooShort): Returns true if the value is shorter than the minimum length specified by the [minlength](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input#minlength) attribute, or false if it is greater than or equal to the minimum. If true, the element matches the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) CSS pseudo-class.
  + [rangeOverflow](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/rangeOverflow): Returns true if the value is greater than the maximum specified by the [max](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input#max) attribute, or false if it is less than or equal to the maximum. If true, the element matches the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) and [:out-of-range](https://developer.mozilla.org/en-US/docs/Web/CSS/:out-of-range) CSS pseudo-classes.
  + [rangeUnderflow](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/rangeUnderflow): Returns true if the value is less than the minimum specified by the [min](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input#min) attribute, or false if it is greater than or equal to the minimum. If true, the element matches the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) and [:out-of-range](https://developer.mozilla.org/en-US/docs/Web/CSS/:out-of-range) CSS pseudo-classes.
  + [typeMismatch](https://developer.mozilla.org/en-US/docs/Web/API/ValidityState/typeMismatch): Returns true if the value is not in the required syntax (when [type](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input#type) is email or url), or false if the syntax is correct. If true, the element matches the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) CSS pseudo-class.
  + valid: Returns true if the element meets all its validation constraints, and is therefore considered to be valid, or false if it fails any constraint. If true, the element matches the [:valid](https://developer.mozilla.org/en-US/docs/Web/CSS/:valid) CSS pseudo-class; the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) CSS pseudo-class otherwise.
  + valueMissing: Returns true if the element has a [required](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input#required) attribute, but no value, or false otherwise. If true, the element matches the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) CSS pseudo-class.
* willValidate: Returns true if the element will be validated when the form is submitted; false otherwise.

The Constraint Validation API also makes the following methods available on the above elements and the [form](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/form) element.

* checkValidity(): Returns true if the element's value has no validity problems; false otherwise. If the element is invalid, this method also fires an [invalid event](https://developer.mozilla.org/en-US/docs/Web/API/HTMLInputElement/invalid_event) on the element.
* reportValidity(): Reports invalid field(s) using events. This method is useful in combination with preventDefault() in an onSubmit event handler.
* setCustomValidity(message): Adds a custom error message to the element; if you set a custom error message, the element is considered to be invalid, and the specified error is displayed. This lets you use JavaScript code to establish a validation failure other than those offered by the standard HTML validation constraints. The message is shown to the user when reporting the problem.

**Implementing a customized error message**

As you saw in the HTML validation constraint examples earlier, each time a user tries to submit an invalid form, the browser displays an error message. The way this message is displayed depends on the browser.

These automated messages have two drawbacks:

* There is no standard way to change their look and feel with CSS.
* They depend on the browser locale, which means that you can have a page in one language but an error message displayed in another language, as seen in the following Firefox screenshot.

![Example of an error message with Firefox in French on an English page](data:image/png;base64,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)

Customizing these error messages is one of the most common use cases of the Constraint Validation API. Let's work through a simple example of how to do this.

We'll start with some simple HTML (feel free to put this in a blank HTML file; use a fresh copy of [fruit-start.html](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/fruit-start.html) as a basis, if you like):
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<form>

<label for="mail">

I would like you to provide me with an email address:

</label>

<input type="email" id="mail" name="mail" />

<button>Submit</button>

</form>

And add the following JavaScript to the page:
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const email = document.getElementById("mail");

email.addEventListener("input", (event) => {

if (email.validity.typeMismatch) {

email.setCustomValidity("I am expecting an email address!");

} else {

email.setCustomValidity("");

}

});

Here we store a reference to the email input, then add an event listener to it that runs the contained code each time the value inside the input is changed.

Inside the contained code, we check whether the email input's validity.typeMismatch property returns true, meaning that the contained value doesn't match the pattern for a well-formed email address. If so, we call the [setCustomValidity()](https://developer.mozilla.org/en-US/docs/Web/API/HTMLInputElement/setCustomValidity) method with a custom message. This renders the input invalid, so that when you try to submit the form, submission fails and the custom error message is displayed.

If the validity.typeMismatch property returns false, we call the setCustomValidity() method with an empty string. This renders the input valid, so the form will submit.

You can try it out below:

**Note:** You can find this example live on GitHub as [custom-error-message.html](https://mdn.github.io/learning-area/html/forms/form-validation/custom-error-message.html) (see also the [source code](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/custom-error-message.html).)

**A more detailed example**

Now that we've seen a really simple example, let's see how we can use this API to build some slightly more complex custom validation.

First, the HTML. Again, feel free to build this along with us:
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<form novalidate>

<p>

<label for="mail">

<span>Please enter an email address:</span>

<input type="email" id="mail" name="mail" required minlength="8" />

<span class="error" aria-live="polite"></span>

</label>

</p>

<button>Submit</button>

</form>

This simple form uses the [novalidate](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/form#novalidate) attribute to turn off the browser's automatic validation; this lets our script take control over validation. However, this doesn't disable support for the constraint validation API nor the application of CSS pseudo-classes like [:valid](https://developer.mozilla.org/en-US/docs/Web/CSS/:valid), etc. That means that even though the browser doesn't automatically check the validity of the form before sending its data, you can still do it yourself and style the form accordingly.

Our input to validate is an [<input type="email">](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input/email), which is required, and has a minlength of 8 characters. Let's check these using our own code, and show a custom error message for each one.

We are aiming to show the error messages inside a <span> element. The [aria-live](https://developer.mozilla.org/en-US/docs/Web/Accessibility/ARIA/ARIA_Live_Regions) attribute is set on that <span> to make sure that our custom error message will be presented to everyone, including it being read out to screen reader users.

**Note:** A key point here is that setting the novalidate attribute on the form is what stops the form from showing its own error message bubbles, and allows us to instead display the custom error messages in the DOM in some manner of our own choosing.

Now onto some basic CSS to improve the look of the form slightly, and provide some visual feedback when the input data is invalid:
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body {

font: 1em sans-serif;

width: 200px;

padding: 0;

margin: 0 auto;

}

p \* {

display: block;

}

input[type="email"] {

appearance: none;

width: 100%;

border: 1px solid #333;

margin: 0;

font-family: inherit;

font-size: 90%;

box-sizing: border-box;

}

/\* This is our style for the invalid fields \*/

input:invalid {

border-color: #900;

background-color: #fdd;

}

input:focus:invalid {

outline: none;

}

/\* This is the style of our error messages \*/

.error {

width: 100%;

padding: 0;

font-size: 80%;

color: white;

background-color: #900;

border-radius: 0 0 5px 5px;

box-sizing: border-box;

}

.error.active {

padding: 0.3em;

}

Now let's look at the JavaScript that implements the custom error validation.
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// There are many ways to pick a DOM node; here we get the form itself and the email

// input box, as well as the span element into which we will place the error message.

const form = document.querySelector("form");

const email = document.getElementById("mail");

const emailError = document.querySelector("#mail + span.error");

email.addEventListener("input", (event) => {

// Each time the user types something, we check if the

// form fields are valid.

if (email.validity.valid) {

// In case there is an error message visible, if the field

// is valid, we remove the error message.

emailError.textContent = ""; // Reset the content of the message

emailError.className = "error"; // Reset the visual state of the message

} else {

// If there is still an error, show the correct error

showError();

}

});

form.addEventListener("submit", (event) => {

// if the email field is valid, we let the form submit

if (!email.validity.valid) {

// If it isn't, we display an appropriate error message

showError();

// Then we prevent the form from being sent by canceling the event

event.preventDefault();

}

});

function showError() {

if (email.validity.valueMissing) {

// If the field is empty,

// display the following error message.

emailError.textContent = "You need to enter an email address.";

} else if (email.validity.typeMismatch) {

// If the field doesn't contain an email address,

// display the following error message.

emailError.textContent = "Entered value needs to be an email address.";

} else if (email.validity.tooShort) {

// If the data is too short,

// display the following error message.

emailError.textContent = `Email should be at least ${email.minLength} characters; you entered ${email.value.length}.`;

}

// Set the styling appropriately

emailError.className = "error active";

}

The comments explain things pretty well, but briefly:

* Every time we change the value of the input, we check to see if it contains valid data. If it has then we remove any error message being shown. If the data is not valid, we run showError() to show the appropriate error.
* Every time we try to submit the form, we again check to see if the data is valid. If so, we let the form submit. If not, we run showError() to show the appropriate error, and stop the form submitting with [preventDefault()](https://developer.mozilla.org/en-US/docs/Web/API/Event/preventDefault).
* The showError() function uses various properties of the input's validity object to determine what the error is, and then displays an error message as appropriate.

Here is the live result:

**Note:** You can find this example live on GitHub as [detailed-custom-validation.html](https://mdn.github.io/learning-area/html/forms/form-validation/detailed-custom-validation.html). See also the [source code](https://github.com/mdn/learning-area/blob/main/html/forms/form-validation/detailed-custom-validation.html).

The constraint validation API gives you a powerful tool to handle form validation, letting you have enormous control over the user interface above and beyond what you can do with HTML and CSS alone.

[**Validating forms without a built-in API**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#validating_forms_without_a_built-in_api)

In some cases, such as [custom controls](https://developer.mozilla.org/en-US/docs/Learn/Forms/How_to_build_custom_form_controls), you won't be able to or won't want to use the Constraint Validation API. You're still able to use JavaScript to validate your form, but you'll just have to write your own.

To validate a form, ask yourself a few questions:

[What kind of validation should I perform?](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#what_kind_of_validation_should_i_perform)

You need to determine how to validate your data: string operations, type conversion, regular expressions, and so on. It's up to you.

[What should I do if the form doesn't validate?](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#what_should_i_do_if_the_form_doesnt_validate)

This is clearly a UI matter. You have to decide how the form will behave. Does the form send the data anyway? Should you highlight the fields that are in error? Should you display error messages?

[How can I help the user to correct invalid data?](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#how_can_i_help_the_user_to_correct_invalid_data)

In order to reduce the user's frustration, it's very important to provide as much helpful information as possible in order to guide them in correcting their inputs. You should offer up-front suggestions so they know what's expected, as well as clear error messages. If you want to dig into form validation UI requirements, here are some useful articles you should read:

* [Help users enter the right data in forms](https://web.dev/learn/forms/validation/)
* [Validating input](https://www.w3.org/WAI/tutorials/forms/validation/)
* [How to Report Errors in Forms: 10 Design Guidelines](https://www.nngroup.com/articles/errors-forms-design-guidelines/)

**An example that doesn't use the constraint validation API**

In order to illustrate this, the following is a simplified version of the previous example without the Constraint Validation API.

The HTML is almost the same; we just removed the HTML validation features.
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<form>

<p>

<label for="mail">

<span>Please enter an email address:</span>

<input type="text" id="mail" name="mail" />

<span class="error" aria-live="polite"></span>

</label>

</p>

<button>Submit</button>

</form>

Similarly, the CSS doesn't need to change very much; we've just turned the [:invalid](https://developer.mozilla.org/en-US/docs/Web/CSS/:invalid) CSS pseudo-class into a real class and avoided using the attribute selector.
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body {

font: 1em sans-serif;

width: 200px;

padding: 0;

margin: 0 auto;

}

form {

max-width: 200px;

}

p \* {

display: block;

}

input#mail {

appearance: none;

width: 100%;

border: 1px solid #333;

margin: 0;

font-family: inherit;

font-size: 90%;

box-sizing: border-box;

}

/\* This is our style for the invalid fields \*/

input.invalid {

border-color: #900;

background-color: #fdd;

}

input:focus:invalid {

outline: none;

}

/\* This is the style of our error messages \*/

.error {

width: 100%;

padding: 0;

font-size: 80%;

color: white;

background-color: #900;

border-radius: 0 0 5px 5px;

box-sizing: border-box;

}

.error.active {

padding: 0.3em;

}

The big changes are in the JavaScript code, which needs to do much more heavy lifting.
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const form = document.querySelector("form");

const email = document.getElementById("mail");

const error = email.nextElementSibling;

// As per the HTML Specification

const emailRegExp =

/^[a-zA-Z0-9.!#$%&'\*+/=?^\_`{|}~-]+@[a-zA-Z0-9-]+(?:\.[a-zA-Z0-9-]+)\*$/;

// Now we can rebuild our validation constraint

// Because we do not rely on CSS pseudo-class, we have to

// explicitly set the valid/invalid class on our email field

window.addEventListener("load", () => {

// Here, we test if the field is empty (remember, the field is not required)

// If it is not, we check if its content is a well-formed email address.

const isValid = email.value.length === 0 || emailRegExp.test(email.value);

email.className = isValid ? "valid" : "invalid";

});

// This defines what happens when the user types in the field

email.addEventListener("input", () => {

const isValid = email.value.length === 0 || emailRegExp.test(email.value);

if (isValid) {

email.className = "valid";

error.textContent = "";

error.className = "error";

} else {

email.className = "invalid";

}

});

// This defines what happens when the user tries to submit the data

form.addEventListener("submit", (event) => {

event.preventDefault();

const isValid = email.value.length === 0 || emailRegExp.test(email.value);

if (!isValid) {

email.className = "invalid";

error.textContent = "I expect an email, darling!";

error.className = "error active";

} else {

email.className = "valid";

error.textContent = "";

error.className = "error";

}

});

The result looks like this:
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As you can see, it's not that hard to build a validation system on your own. The difficult part is to make it generic enough to use both cross-platform and on any form you might create. There are many libraries available to perform form validation, such as [Validate.js](https://rickharrison.github.io/validate.js/).

[**Test your skills!**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#test_your_skills!)

You've reached the end of this article, but can you remember the most important information? You can find some further tests to verify that you've retained this information before you move on — see [Test your skills: Form validation](https://developer.mozilla.org/en-US/docs/Learn/Forms/Test_your_skills:_Form_validation).

[**Summary**](https://developer.mozilla.org/en-US/docs/Learn/Forms/Form_validation#summary)

Client-side form validation sometimes requires JavaScript if you want to customize styling and error messages, but it *always* requires you to think carefully about the user. Always remember to help your users correct the data they provide. To that end, be sure to:

* Display explicit error messages.
* Be permissive about the input format.
* Point out exactly where the error occurs, especially on large forms.

Once you have checked that the form is filled out correctly, the form can be submitted. We'll cover [sending form data](https://developer.mozilla.org/en-US/docs/Learn/Forms/Sending_and_retrieving_form_data) next.